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ABSTRACT 

A Social Development Environment is a real-time collaborative 

programming tool with integrated social networking features. 

This emerging technology is important for distributed software 

developers, e-learning and technical communities. Social 

Development Environments advance the state of the art for 

collaboration, coordination, and project management in software 

development.   

 

Social Development Environments provide a wide range of 

facilities for synchronous and asynchronous collaboration and 

information sharing between team members. This paper provides 

an overview of SDEs and compares state of the art examples with 

our novel solution called SCI (Social Collaborative IDE). 

 

Keywords: Collaborative Development Environment, Social 

Networks, Software Development. 

1. INTRODUCTION 

Software engineering is a team effort. Software developers spend 

a majority of their time on programming activities using a 

development environment coupled with a variety of collaborative 

tools. Instant messaging systems, bug trackers, and configuration 

management systems are assembled coherently to compose 

Collaborative Development Environments (CDEs) for software 

engineers [1, 2]. 

 

      Many projects involve a broad community of individuals 

from different institutions [3]. Software development is a very 

knowledge intensive and social process where developers 

exchange information and code fragments, connect with others 

who share technical interests, post messages in the team or 

community weblogs, and answer questions and discuss issues in 

public mailing lists [4]. Software development success depends 

on the ability to share and integrate information [5]. 

2. COLLABORATIVE TOOLS GO SOCIAL 

Collaborative Development Environments are virtual spaces 

where developers of a project can meet, brainstorm, discuss, 

record, and go over ideas to solve design and coding problems, 

and create software products. During these activities, developers 

often need to interact with individuals who have expertise in 

particular technical problem domains. As Booch mentioned [6], 

“CDEs are essentially team centric, meaning that their primary 

user experience focuses on the needs of the team (but with points 

of entry for different individuals).” 

 

Grady Booch [1, 5] stated that the purpose of a CDE is to 

create a foundation for environments (tools) that reduces the 

frictions that have an impact on the daily work of the distributed 

software developers and reduces both individual and group 

efficiency, and to support the development process during the 

whole life cycle of the project. 

 

In contrast with the support that CDEs provide for teams 

working closely together, social networks build online 

communities of people loosely connected by their common 

interests or activities. Community is a vital aspect of software 

development, but software developers tend to focus their attention 

primarily on their programming environment tools. Software 

development projects usually include communities of users. 

Community members play vital roles that reflect the success of 

such projects, such as reporting bugs, helping other users, and 

analyzing problems. These observations lead to a new category of 

tool, the Social Development Environment (SDE).  

 

In this paper the term social software development refers to 

software development in collaborative online communities with 

social relationships. Software development requires interaction 

between the people involved in the development process. For this 

reason, social activities form a big part of their daily work. In 

software development, developer networks are an instance of 

object-centered sociality [7], where developers do not usually 

interact merely to socialize, as in conventional social networks. In 

contrast, they interact and collaborate primarily through shared 

project artifacts. 

 

Communication is an important factor for software projects to 

succeed. With the geographical, cultural, time-zone, or language 

barriers that face the project members involved in the 

development, making communication and collaboration more 

successful is a not an easy task. Communication leads to 

collaboration between the project’s team to accomplish certain 

tasks. As teams become more and more geographically 

distributed, collaboration becomes more critical and difficult to 

achieve. Team members usually use different tools to 

communicate and that leads to difficulties to collaborate and 

finish their tasks.  
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As mentioned earlier, there are hundreds of communication 

applications that are used by software development communities 

and these can be combined to support distributed development 

teams [7, 8]. CDEs integrate collaboration and programming 

tools in one environment. SDEs integrate the development 

environment and the social network in a single environment, and 

support the interaction between the social networking features 

and the communication and collaboration tools. SDEs add value 

because they touch on the social and presence elements of 

software development. An SDE aims to help users maximize their 

productivity, and to help distributed team members maintain a 

level of social awareness regarding other team members’ roles, 

activity patterns and contributions to the project, as well as the 

resources in the community relevant to a given project.  In 

general, the purpose of the SDE is to provide a frictionless 

environment for software development by eliminating the need to 

switch between different tools in order to perform their various 

solitary and collaborative tasks.  

 

To summarize, CDEs and SDEs share substantially 

overlapping purpose and objectives.  SDEs add value by 

integrating features that help establish and support interaction 

among distributed developers, strengthen social bonds, 

communication and interactions, and make it possible for them to 

work hand in hand, build trust, and have the ability to network. 

SDEs are a category of CDEs where the system provides a fully 

featured social network for distributed developer communities. In 

and SDE, developers can browse profiles, create development 

projects, and form professional teams. In addition, SDEs provide 

views for listing people and groups, project data, activities, etc. 

all from inside the environment. By using these views, users will 

be able to request help and assist others in their projects, and form 

strong social bonds among the community members. In general, 

an SDE is an environment that allows distributed developers to 

work hand in hand and also have the ability to network. It is a 

combination of social networking and collaborative software 

development. The next section describes social teams and their 

changing nature. 

3. THE SOCIAL NATURE OF TEAMS 

Teams are central to software development. While some projects 

involve only immediate team members, many require 

contributions from a broader community of individuals from 

different institutions [3]. Many developers contribute to several 

projects in any given week.  Thus, not only must a collaborative 

tool focus on the activities of the individual project teams, it must 

also be concerned about the activities and interactions across 

teams and teams of teams. 

 

In general, teams are not what they used to be. The nature of 

teams has changed for reasons such as the nature of the work and 

the increase in geographic distribution. Thus, relationships and 

communications between distributed team members are 

becoming more important. 

 

One of the pervasive problems facing any software 

development team is getting the right level of communication to 

coordinate their work and perform their tasks effectively, and this 

problem is more difficult for distributed teams. Factors such as 

the degree of distribution and the supported technologies affect 

what types of communication are necessary. Trust between team 

members is an important factor. It is important to have knowledge 

of team members' expertise of shared topics and projects, and to 

have strong informal relationships with team members. Such 

factors encourage trust between distributed team members [9]. 

 

Layzell and others [9], suggest that project members are more 

enthusiastic when they are personally interested in a project, and 

when they know and like the other project members. This gives 

an indication of the social nature of teams and their need to 

socialize in order to excel. Also, it explains the value of the social 

interactions between distributed developers, and the role of social 

interactions in building stronger trust ties among them.  

 

Large scale software development is a social endeavor. For 

team members to function effectively, they must maintain a 

certain level of social awareness. Developers must be aware of 

their other team members’ roles and activities, as well as the 

resources in the community relevant to a given project. Also, in 

order to catch people when they are “in” and focused on a given 

task, developers need to be aware of the other team members’ 

primary activity windows and/or activity history [4]. 

4. TECHNICAL CHALLENGES 

Like any other distributed groupware system, an SDE has many 

technical challenges that need to be addressed. This section 

touches on a handful of these challenges. 

 

The interactions between distributed team members are 

disadvantaged due to the lack of the rich social communication 

and coordination that is only possible when team members are 

collocated. Being aware of these challenges is important for 

evaluating the effectiveness of a groupware system. The 

following are some of the problems that are facing distributed 

teams [4]: 

 
1. Distributed teams lose awareness of social interactions 
and other members' activities. They are limited in the number and 
type of spontaneous interactions that occur between team members. 

2. Team members cannot easily observe what each other are 
working on, the status of their activity, and what tasks are 
underway. 

3. In distributed environments, communication relies on 
lower-bandwidth tools and applications such as phone and email. 
Also, they are constrained by transaction delays in comparison with 
face to face interactions and encounters. 
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4. In order for the distributed teams to manage their project 
artifacts, they face numerous challenges, including version control 
and user access management. 

5. REAL-WORLD EXAMPLES 

An SDE is not a single application, it is a harmony between many 

different development tools. Several applications support the 

primary collaborative infrastructures for complete SDEs in a 

single environment. SDEs include a spectrum of collaborative 

tools that can be of a big benefit to the development communities, 

each of these tools adds its own taste and value to the integrated 

environment, including Web logs (blogs), Mailing lists, Walls, 

Chat rooms, Whiteboards, and Wikis. This section presents a few 

related and well-known SDEs. 

5.1. Jazz 

The most widely-publicized example of a social development 

environment thus far is Jazz, a research project at IBM that adds a 

set of collaboration tools and features to the Eclipse IDE [2, 10]. 

The objective is to help foster collaboration within the group. 

Jazz provides a facility similar to an IM buddy list to monitor 

who is online and whether they are coding or not. Developers can 

initiate chats, or use different communication methods such as 

screen sharing and VoIP telephony. Jazz also provides developers 

with some awareness of the activities of other team members 

[10]. Figure 1 shows Jazz’s improvement of team collaboration 

to: 1) support Awareness of similar work; 2) track historic 

assignments; and 3) link team members [11].  When a user opens 

a new file, the system shows images of developers who are 

working in related artifacts (Figure 1(A)), and allows users to 

hover over developer’s images to view their information and what 

artifacts they are working on (Figure 1(B)), also the system 

recommends expert developers and allows users to view their 

artifacts (Figure 1(C)). 

 

IBM added enterprise social networking features to the 

Rational Team Concert (RTC) development environment in their 

release of Mainsoft Document Collaboration for Rational Jazz 

mentioned on SPTechBlog [12]. Developers are able to: (1) 

Access SharePoint My Sites, with links to blogs and wikis, (2) 

View SharePoint Personal Profiles, and (3) Use SharePoint 

People Search. These features are available on top of the existing 

integration of SharePoint document libraries and workflows with 

the Jazz development process. Developers can view their other 

team members’ SharePoint My Sites from the RTC’s team 

artifacts view. Blogs and wikis linked from My Sites are also 

listed in the Team Artifacts view, and they can be opened directly 

from RTC [13]. 

 

Figure 1. Jazz’s Improvement of Team Collaborating (Rationale Ensemble) (adapted from [11]). 
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5.2. MydeveloperWorks 

IBM’s MydeveloperWorks social networking service has the 

motto: "social networking is the development process". 

MydeveloperWorks is a new way for distributed developers to 

connect and interact with their fellow developers. 

MydeveloperWorks developers can create their own personal 

profile and customize their home page to get instant access to the 

people, feeds, tags, bookmarks, blogs, groups, forums, etc. that 

they care about, and search through user profiles for those with 

like-minded interests.  

 

IBM's goal with MydeveloperWorks is to connect the global 

community of software developers and make it easier for them to 

create new technologies based on open standards such as Java, 

Linux and XML [14, 15]. Figure 2 [16] shows that users can have 

access to files uploaded by others. 

5.3. CollabVS 

CollabVS [17] is an SDE based on Microsoft Visual Studio 

that allows developers to work together whether planned or ad-

hoc. For example, a pair of developers can agree to work together 

at a scheduled time; in addition, a developer can initiate 

collaboration with whomever happens to be available online at 

any given time. CollabVS extends the Visual Studio programming 

environment by adding collaboration tools, such as text and VoIP 

chat, watching the unchecked versions of files, and notification of 

presence in files. Although CollabVS targets collaboration among 

distributed developers, it still relies on the classical check 

out/check in model and treats files as the lowest level of 

granularity [18. 19].  

 

Although it does not provide full social networking tools, 

CollabVS provides two kinds of presence 1) real-time presence 

that make the user aware of what other team members are 

currently doing (it shows what users are online and whether they 

are editing, debugging, engaged in an instant messaging session, 

etc); 2) contextual presence facilitates finding relevant 

information and people quickly [17]. 

5.4. Zembly 

Zembly [20] is a socially-networked development 

environment from Sun. Zembly supported the development of 

cloud applications on platforms including Facebook, OpenSocial, 

iPhone and other platforms. With Zembly users can do social 

programming, and develop applications with other people using 

social networking‐type features. Not only Developers can reuse 

pieces and parts of other developers’ projects (a work that they 

previously implemented to construct new applications), but also 

inviting friends and colleagues for collaboration. Also, they can 

see what colleagues are working on via news feeds, and keep up 

with what others publish and even with what changes they make 

to their projects’ artifacts. It is a browser‐based environment 

where all activities such as editing, testing, and documenting 

happen within the browser with the collaboration of other 

developers. 

5.5. SCI  

SCI [21] is another SDE that allows developers to work 

together. Developers can use SCI’s collaborative tools to perform 

standard activities such as: programming, testing, and debugging. 

SCI supports social presence and messaging within teams and 

communities, roles and activities, as well as finding relevant 

information and people quickly. 

 

Figure 3 shows the major SCI components. Tabs (F), show 

social awareness of the users, their status (online, offline, or idle), 

active collaborative sessions and members of each session. 

Information in the tabs allows users to observe the presence of the 

available teams (groups) and who belongs to each team. Also, 

they show the presence of each team member, their activity in the 

project, and their activity history. The social parts (G, H, and I) 

represent that subset of the awareness information that users get 

“for free” while concentrating on their project tasks; it includes a 

sessions tree, users tree, groups tree, and projects tree. Figure 3 

(I) is a bar chart that shows additional information on a project 

from the user projects list. This detail view cycles semi-randomly 

through the user's projects, allocating more time to projects with 

high activity. The chart shows the project members' activity and 

percentage of the time each spent working in the project. Icons (J) 

and (K) show passive awareness user notifications of pending 

invitations and requests and  emails that they receive from friends 

and other community members. 

5.6. Discussion 

The SDE's discussed in this section illustrate just the 

beginnings of this genre of software tools. To our knowledge, no 

existing tool takes the full "social networked IDE" concept to its 

limit. Jazz supports many aspects of social networks. Like SCI, 

Jazz focuses on increasing the user’s awareness of people, 

resources, and activities, and on fostering communication among 

 

Figure 2. My developerWorks Public Files page. 
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team members. Both Jazz and SCI support synchronous chat 

discussions. Also, Jazz provides team-centric discussion boards 

that compare to the asynchronous news feed supported by SCI. 

User profiles are not integrated in Jazz, but Jazz users can create 

their own profile by linking to SharePoint, where in SCI 

developers can view other developers' profiles, friends, groups, 

projects, and activities directly from the SCI environment. Jazz 

supports awareness of the committed code changes with respect 

to the code repository. In contrast, SCI provides the developer 

awareness information of the committed and uncommitted code 

changes, of the currently edited files, and indicates who is 

responsible for the changes. 

 

Most of the cited and existing projects implement a subset of 

social networking, but do not fully integrate social networking 

features within an IDE. They may have some social network-like 

features, but not others such as user profiles and news feed. The 

major difference between SCI and almost all the related work 

cited in this section is the full integration of social network 

features inside the software development environment, and 

without linking to third party products.  

 

The SDE tools presented previously in this section are 

categorized in Table 1.  Table 1 shows that SDE tools vary in the 

number of awareness and social supported features. 

6. CONCLUSIONS 

Social support for software development is an important 

emerging field of research. Conventional single-user 

programming tools and generic communication tools do not 

provide the needed environment for smooth collaboration 

between distributed developers due to the size and complexity of 

today's development projects. SDE tools that support and provide 

project artifacts’ updates in real time have the potential to raise 

the level of communication, and coordination between distributed 

developers. 

Most current SDEs have limitations, including little support 

for awareness and online presence, missing social networking 

features, and weak support for source code repositories’ features. 

The multitude of tools increases the friction that results from 

switching among different tools. 

 

There is great promise in exploring tool support for the social 

side of software development. Collaboration plays a crucial role 

in software development. For this reason, continuing to improve 

the collaborative tools available inside integrated development 

environments is of great potential benefit. Collaborative tools can 

be used alongside a non-collaborative IDE, but integration adds 

qualitative and quantitative awareness information and reduces 

the cost of collaboration during the development process, 

particularly for distributed teams. 

While CDEs support distributed communities’ work 

effectively, we believe SDEs will add better benefit development 

 

Table 1. Awareness Features of Existing SDE system. 

  

Figure 3. A View of the SCI Development Environment. 
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communities and help them increase their productivity and 

produce better software products. 
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